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Abstract:

Modern robotics brings up a variety of new challenges.
Industrial-only times are gone forever. Nowadays, by per-
forming many diversified services, robots turned out to
be a part of our everyday life. There is no doubt that they
should be able to interact with this new miscellaneous en-
vironment seamlessly.

Along with the number of requirements, the impor-
tance of software increases. While gaining more auton-
omy, besides standard motion control, a wide range of
cognitive tasks has to be executed simultaneously. It is
quite obvious that complex systems with a lot of indepen-
dent modules and many functions to perform need flexi-
ble and reliable software solutions.

This article takes a Real-Time Operating System as an
answer to the problems of the new generation robotics.
By comparing selected features, it provides an evalua-
tion of the most popular commercial and non-commercial
solutions. Paper describes the key characteristics that
should be taken into consideration during the design pro-
cess and presents several examples of their successful
robotic applications, including our own choices for decen-
tralized controllers.
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1. Introduction

Operating System in general, can be described as
the computer software that manages hardware re-
sources and provides an environment for executing
user applications. It implements various services such
as multitasking, time management, interrupt service
routines or device drivers, usually combined with sup-
port for many different platforms.

Real-Time Operating System (RTOS) is the similar
software, but especially designed to meet the prede-
termined time constraints.

Depending on the consequences of exceeding the
deadline they are divided into the following three cat-
egories: soft, firm and hard. The first two can be iden-
tified as best-effort systems doing their jobs just as
fast as they can. Whereas for the last category, it is the
worst-case that always matters - the consequences of
not meeting the deadline would be fatal.

Robots, with the motion control (requiring strict
time regime), navigation, obstacle avoidance and
safety issues should be perceived as hard real-time
systems and only those Operating Systems that pro-
vide such functionality should be an object of further
examination.

2. Why the Operating System?

In case of simple, single-flow applications with lim-
ited functionality it is usually reasonable to put ev-
erything into one infinite control loop. When it comes
to more complex solutions, where a lot of events and
multiple flows are considered, it is often better to use
some kind of operating system.

There are several reasons why to choose a market-
available operating system over writing everything for
scratch:

1) Productivity: Ready to use concepts increase the
ease of development. Integrated development en-
vironments, debug, simulation and analysis tools
are usually provided, which results in shorten-
ing the development cycle. The developer does no
longer have to concentrate on low level issues and
can put all the efforts into achieving his goals.

2) Efficiency: Well thought design paradigms such
as semaphores, queues or mutexes are already
on board. Everything is encapsulated with well-
defined interfaces, hence no time is wasted on rein-
venting patterns or algorithms, on which some-
one else had probably spent much more time and
which would probably end up less efficient after all.

3) Reliability: Based on the maturity of the projects
and a substantial number of users, it can be as-
sumed that they offer high quality piece of soft-
ware. Many bugs and feature flaws should have al-
ready been discovered and fixed.

4) Commercial/community support: In case of any in-
tegration issues there is a huge probability that
there is someone who has already encountered
and resolved the same problem or just has enough
knowledge to provide some help.

5) Third-party packages: In most cases, compatible
software coming from other vendors is available
as well. Incorporating it into a project can signifi-
cantly influence the speed of the development pro-
cess.

Switching to an operating system can also have its
weaknesses. One of the most frequently mentioned is
losing full control over all parts of the code. However,
keeping in mind advantages such as maintainability, it
still should be better to use it for larger applications.

3. Off-the-shelf RTOS

Currently, a wide range of free and proprietary
products is available on the market. Systems like
FreeRTOS, Nucleus, 0S-9, QNX Neutriono, RTAI,
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RTEMS, TI-RTOS, VxWorks are well-known, but do not
exhaust the list of all available solutions. Each RTOS is
tweaked for slightly different purposes and provides
a variety of functionalities - from simple scheduling
capabilities, through popular communications stacks,
up to some advanced features such as Symmetric and
Asymmetric Multiprocessing Support.

4. Selection

When it comes to picking up the most suitable
RTOS an incredibly large number of factors comes into
play. Sometimes it can be truly overwhelming. The
system should satisfy all the functional, temporal, de-
pendability and budget requirements.

Without any doubt, the choice will always be based
on the type and the amount of tasks to handle. It will
also depend on the available hardware and system ar-
chitecture.

In the following sections we describe the funda-
mental characteristics of Real-Time Operating Sys-
tems, that are helpful when going through the
decision-making process. Table 1 provides a brief
overview of twelve popular RTOSes comparing their
most important features.

4.1. System Architecture

The vast majority of Real-Time Operating Systems
offer support for more than one platform architecture.
In general, ARM and x86 compatible processors are
the most popular solutions. Of course, there is also
many more like MIPS, PowerPC, SuperH or PIC. It is
important though, to select the RTOS that will be fully
compatible with the CPU type and family used for the
controller.

For various architectures, some useful functionali-
ties such as Floating Point Support or Memory Man-
agement Unit are also available. It is vital to decide
which of them could be suitable for the project and
check if the considered RTOS provides support for
them as well.

When dealing with advanced robotic systems,
there is a tendency to replace centralized controllers
with more distributed solutions. The system is no
longer running on a single computing unit that all
the sensors and actuators are connected to. Instead,
there’s a number of loosely coupled nodes connected
via real-time communication network. INtime Dis-
tributed RTOS is an example of a fully scalable solu-
tion. It provides fully pre-emptive scheduling along
with the ability to run multiple kernels on multi-core
CPUs. Some sort of support for distributed architec-
tures (e.g. transparent access to remote resources or
fault-tolerant clusters) can also be found in QNX Neu-
trino and many others.

4.2. Temporal Dependencies

Even though, some robots do not require hard
real-time system we refer our discussion to the most
demanding option. Therefore, time dependencies are
crucial and they should be estimated with the high-
est possible precision. The worst-case execution time
(WCET) and the worst-case administrative overhead

(WCAO) should be known a priori. It is also important
to have a proper documentation providing the number
of cycles per each system call.

Since the vast majority of systems use Rate Mono-
tonic Scheduling, the Rate Monotonic Analysis is the
most popular prediction method. For some RTOSes,
specialized profilers are available. RapiTime by Rapita
Systems Ltd. is an example of such tool that supports
VxWorks.

4.3. Multitasking

The ability to process multiple tasks is the most
fundamental feature of every operating system. Sev-
eral scheduling algorithms such as round-robin, first
in first out, shortest remaining time or the most pop-
ular fixed priority preemptive scheduling are com-
monly implemented. There are also several mecha-
nisms to realize inter-task communication that hap-
pens to be another integral part of multitasking. Some
examples are: events, message queues, semaphores,
mutexes etc. It is up to the designer to decide which
will fit the best.

It must be noted that most RTOSes are designed
to handle real-time as well as non-real-time tasks.
Not all scheduling algorithms will be appropriate for
real-time purposes. From the decision-making point
of view it will also be important to know the maximum
number of tasks and priority levels a system can han-
dle.

4.4. Resource Management

Resource management may be one of the most
beneficial features that comes with the operating sys-
tem. CPU architectures are usually well supported and
we can gain an easy access to extensions such as Mem-
ory Management Unit or Floating-point Unit. Device
drivers, communication stacks and file system support
are just other facilities. We can easily imagine our-
selves writing an 12C algorithm (even just for single
robotic project), but implementing our own TCP/IP
stack can cause a lot of trouble. Most of the products
will offer the same standard feature set. However, it
may happen that a less common component will de-
cide of our choice.

4.5. Dependability

Although, mainly robots working in hostile envi-
ronment (e.g., space, deep sea, radioactive) are seen
as the most reliable, but also those operating in more
friendly surroundings must follow control strictly. A
robot performing its household chores can cause a se-
rious damage or can even hurt somebody.

There are five basic features that define the qual-
ity of a fault-tolerant system [13]: reliability, main-
tainability, availability, safety and security. Most ven-
dors provide some mechanisms to enhance those fea-
tures. Some of them offer memory management, that
allows each process to run in its own protected space.
Nucleus can even restart a system when a critical
failure occurs. To provide security they incorporate
some cryptographic algorithms. In the age of cloud-
computing, where most robotic devices operate con-
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nected to a public network, this may be very signifi-
cant feature. Since dependability issues are vital, it is
always a good practice to check how we can benefit
from proper RTOS selection.

4.6. Development

More mature, particularly commercial products,
along with the compiler toolchains provide Integrated
Development Environments. In most cases, it is an
Eclipse plug-in, that implements some dedicated fea-
tures e.g., wizards, simulators, tracers or optimization
tools. Some of them like FreeRTOS can support various
IDEs depending on processor architecture.

Most RTOSes are written in C or C++ and those are
the commonly supported languages. However, some
systems are using ADA, Basic, Fortran, Pascal or even
Java.

Licensing model should also be taken into consid-
eration. Freely available solutions are great, but with
respect to engineering costs, sometimes it is better to
pay to get more appropriate set of tools. If the pro-
prietary solution is chosen, it is important to know
what updates, services and support are included. The
source model should also be clarified. Advanced de-
bugging may require source code accessibility.

At the end of this check-list we would like to aware
reader about the vast number of ready-to-use starter
kits that can be employed in development of robotic
applications. Board Support Package (BSP) is a set
of software coming with the RTOS or from third-
party vendors, that should bring a bootloader, device
drivers, root file system and even a toolchain to it. Re-
view of hardware possibilities is out of the scope of
this paper, but since most RTOSes offer more than 50
BSPs it shouldn’t be a problem to find proper solution.

5. Successful Stories

Curiosity rover has successfully landed on Mars
on August 5, 2012. It’s an autonomous robotic device
built by NASA, which serves as a science laboratory
and is supposed to provide data and analysis within
eight mission objectives.

For critical tasks, e.g. landing sequence (EDL), an
absolute determinism was necessary. Hence, VxWorks
RTOS has been used to provide this functionality. Sys-
tem also supports many other tasks: communication,
ground operations control or data collection.

Wind River’s VxWorks is also used as an operat-
ing system for ASIMO, a humanoid robot developed
by Honda. Robot is capable of performing very wide
range of advanced tasks e.g., running, moving objects,
objects, sounds and facial recognition.

The usability of Nucleus RTOS is presented on a
simple self-balancing robot - Stella. It is a two-wheel
device build upon market-available components, that
benefits from kernel pre-integrated technologies such
as power management and Z-Stack as well as high
quality development environment.

The MITRE Centaur Robot is an autonomous ve-
hicle used for leader-follower experiments. It utilizes
RTEMS operating system for its safety-critical tasks.

Mobile robotics is not the only area of RTOS ap-
plication. Nowadays, real-time operating systems are
also present in many industrial devices and can be
found in products made by companies, such as ABB or
KUKA.

6. RobREX

RobREX is a research project aiming to produce
a set of technological tools that will facilitate the
development of autonomous Robots for Rescue and
Exploration. One of its objectives, being realized by the
Lodz University Technology, is to provide impedance
control to manipulators and grippers. The results are
to be presented with two demonstrators: a multi-
purpose six-axis industrial robot (Kawasaki FSO03N)
and especially designed 4 DOF manipulator, which
combines both pneumatic and electric propulsion sys-
tems.

In the first case, a low-level control of the robot is
handled by dedicated Kawasaki D70 controller. Main
limitations of this solution are: closed architecture and
access only to the position regulation. In order to pro-
vide impedance control we have created and external
feedback employing a 6 DOF force/torque sensor and
a stationary PC as shown in Fig. 1. For the second ap-
plication, the control is distributed among four con-
trollers - one for each joint, as shown in Fig. 2.

Since the impedance control requires processing
a lot of external data as well as extremely short and
predictable response times, all controllers had to be
equipped with real-time operating system.

Regarding hardware, the external controller for
Kawasaki robot is based on x86, while joint controllers
for hybrid manipulator utilize ARM architecture. To
simplify the development process, a solution that fits
both was desired.

Moreover, both control systems were designed as
distributed architectures. Some sort of communica-
tion between the nodes had to be provided - prefer-
ably CAN or real-time Ethernet.

Considering the research-oriented nature of the
project, it was not certain in which direction the ex-
periments would go in the future. Thus, the demand
for open, easily expandable architecture has arisen.

Based on the above-mentioned prerequisites,
Xenomai real-time linux framework has been chosen
for the project. It has the common history with RTAI
and provides real-time capabilities along with all the
facilities a standard Linux system can offer.

The decision was also influenced by the availability
of know-how and BSPs for selected electronics, as well
as quite mature robotic middleware such as ROS and
OROCOS, that were supposed to speed up the overall
integration process.

7. Concluding Remarks

The examples above prove that real-time operat-
ing systems are applicable for robotic purposes when-
ever absolutely deterministic behaviour is required. It
doesn’t matter whether they will serve their duties in
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Fig. 1. Kawasaki experimental setup

Analog/Digital inputs: force/torque,
position

Analog/Digital outputs:
pressure,current, speed

CAN Bus

BeagleBone Black

Fig. 2. 4 DOF manipulator experimental setup

very complex or very simple devices. In both cases,
RTOS can significantly simplify the design.

However, due to heterogeneity of all robotic solu-
tions, which results in the lack of standards, no oper-
ating system has yet dominated the market. That is the
reason, why selection of an appropriate product is not
a trivial process. Regardless of that, undertaking such
an effort can pay off well in the future development.
We hope that provided check-list of requirements and
the table of available tools will be helpful in your re-
search.
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